Курсовая работа по курсу дискретного анализа: Архиватор LZ-77

Выполнил студент группы М80-308Б-20 Морозов Артем Борисович.

# Условие

Кратко описывается задача:

Ваша программа должна читать входные данные из стандартного

потока ввода и выводить ответ на стандартный поток вывода.

Вам будут даны входные файлы двух типов.

Первый тип:

compress

<text>

Текст состоит только из малых латинских букв. В ответ на него вам

нужно вывести тройки, которыми будет закодирован данный текст.

Второй тип:

decompress

<triplets>

Вам даны тройки (<offset, len, char>) в которые был сжат текст из малых латинских букв,

вам нужно его разжать.

# Метод решения

Алгоритм LZ-77 принадлежит семейству алгоритмов Лемпеля-Зива словарных методов сжатия текстов. Алгоритмы этого семейства оперируют некоторым словарем: на каждой итерации алгоритма мы берем слово и пытаемся найти это слово в нашем словаре, если есть – заменяем его на его код. Чтобы реализовать алгоритм LZ-77, нужно было реализовать операции сжатия и декодирования текста.   
  
Сжатие текста заключается в поиске **максимальной** подстроки, которая начинается с символа alpha незакодированной части и совпадает с какой-то последовательностью из закодированной части. Сжатие происходит тройками – на каждой итерации у нас заполняется экземпляр структуры **Node:** <offset, size, next>, где **offset –** смещение на некоторое количество символов, чтобы найти совпадающую строку с обрабатываемой на данный момент незакодированной частью; **size –** размер строки, которая совпадает с подстрокой незакодированной части; **next –** следующий символ в необработанной части.  
  
Декодирование текста заключается попросту в декодировании последовательности троек: мы просто выполняем процедуру, обратную сжатию – смещаемся на величину нашего смещения **offset,** берем **size** букв, пишем их, и дописываем **next** символ.

# Описание программы #include <iostream>

# #include <vector>

# const char END\_OF\_FILE = ' ';

# //<offset, size, next> - code

# struct Node {

# int offset;

# int size;

# char next;

# Node (int offset, int size, char next) {

# this->offset = offset;

# this->size = size;

# this->next = next;

# }

# };

# void Encode (std:: string& text, std:: vector<Node\*>& encoded) {

# int global\_position = 0;

# while (global\_position < text.size()) {

# Node\* result = new Node(0, 0, text[global\_position]);

# for (int i = 0; i < global\_position; ++i) {

# int local\_position = global\_position;

# int local\_size = 0;

# for (int j = i; text[local\_position] == text[j] && local\_position < text.size(); ++j) { //смещаемся по тексту и ищем самый большой size

# ++local\_size;

# ++local\_position;

# }

# if (local\_size >= result->size && local\_size != 0) {

# result->size = local\_size;

# result->offset = global\_position - i;

# if (local\_position >= text.size()) { //если превысили или на конце текста

# result->next = END\_OF\_FILE;

# }

# else {

# result->next = text[local\_position]; //кладем следующий символ, если все ок

# }

# }

# }

# encoded.emplace\_back(result);

# global\_position += result->size + 1; // смещаем наш итератор на следующую ячейку после последнего обработанного символа

# }

# }

# void Decode (std:: string& text, std:: vector<Node\*>& code) {

# int global\_position = 0;

# for (int i = 0; i < code.size(); ++i) {

# if (code[i]->size > 0) { //если есть что брать

# global\_position = text.size() - code[i]->offset; //смещаемся на длину строки - смещение

# for (int j = 0; j < code[i]->size; ++j) {

# text.push\_back(text[global\_position + j]); //прибавляем в текст пока j < размера того, что берем

# }

# }

# if (code[i]->next == END\_OF\_FILE) { //если пустой, выходим

# break;

# }

# else {

# text.push\_back(code[i]->next); //добавляем следующий символ в текст, если не пустой символ

# }

# }

# }

# int main() {

# std:: ios:: sync\_with\_stdio(false);

# std:: cin.tie(0);

# std:: cout.tie(0);

# std:: string operation;

# std:: string text;

# std:: vector<Node\*> encoded;

# std:: vector<Node\*> code;

# std:: cin >> operation;

# if (operation == "compress") {

# std:: cin >> text;

# Encode(text, encoded);

# for (int i = 0; i < encoded.size(); ++i) {

# std:: cout << encoded[i]->offset << " " << encoded[i]->size << " " << encoded[i]->next << "\n";

# }

# }

# else if (operation == "decompress") {

# int offset, size;

# char next = END\_OF\_FILE;

# while (std:: cin >> offset >> size) {

# std:: cin >> next;

# Node\* inputed = new Node(offset, size, next);

# code.emplace\_back(inputed);

# }

# if (code[code.size() - 1]->next == code[code.size() - 2]->next) {

# code[code.size() - 1]->next = END\_OF\_FILE;

# }

# Decode(text, code);

# std:: cout << text << "\n";

# }

# for (int i = 0; i < code.size(); ++i) {

# delete code[i];

# }

# for (int i = 0; i < encoded.size(); ++i) {

# delete encoded[i];

# }

# return 0;

# }

# Дневник отладки

# Функции сжатия и декодирования в самом начале работали не совсем корректно и выдавали вместо ожидаемых результатов ошибочные, однако это было быстро устранено.

# Тест производительности

# Для начала протестируем функцию **сжатия**: сгенерируем 5 строк разной длины: 5000, 10000, 20000, 30000, 500000. 1) N = 5000:

# 

# 2) N = 10000:

# 3) N = 20000:

# 4) N = 50000:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAWCAIAAAADySapAAAAAXNSR0IArs4c6QAAAgxJREFUWEftViuTwjAQDmdjUKgbZjBRZ6rr8Bg8oq4+GoXOb6jAx9Tj0DUoTA2qClN/u0n6SB9huMJMj+mqTJ777X77ZWfL5ZJ8qH19KC6ENWH7n8mdddSbvz9yj5I8EbvD2YblWCKBkJuV2Z7GWx6psTmh57uufF/cGpwET6QMySnJW086lhCAlBsSbwurAWNXYWbjlHr8uPffh8a+2cIWCI6e7A7X1vOOJUAWerTKVO3s+bCD24rcRxJCRtnaDQ7jBAEAFoBhJPRIDbWZicZsO2IWtojXPLH3OpaCrUfzRGoKvshYuL4LkeSUhUfkQ5wWQVHMh0AaO83DXiIM10n/e0FIdmM6us5gsjnFrY0a7ggHpdlJpxtGsSE4nTMoX3wtvZSBjHhLE8r7hmNTDq82P5cilH1lFQiUmppfjhxXu/K7VSDnW4avSRE8ZshwbOqNtAgujCNeMah0QIso6KRJwmPPenZAcQBXEd5z9fanB6/3tqY2LgJ5UCmL+/nzzNOoUGiI0aW8w/OmWLL4romfqUBTVuaD69TRZxC19wJGBQ/rsMuGYyMo7dQr5Ur9CIVuvhxYIOofpL9m0GPYFVmhtPoSq4co96hmguhepWFln2GdrFJUb1Wqo+7uRF2VYV+jRkR1R4XyQ7XaTrro0NVzDWPKeE6/gJPjAdPwZMI22tQ4HZvyNuVtbBH4BZpqHNtQjI7XAAAAAElFTkSuQmCC)  
  
5) N = 100000:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEsAAAAaCAIAAABw/jbvAAAAAXNSR0IArs4c6QAAApRJREFUWEftWC2Q6jAQzr15LgaFumGmpuoZdF19TTwCV19dha4/V4HH1OPQmFOYmlMoTP3b3WRDfwih72eG6xDVZpvNft+3uwm8LRYLMenxY9LoENwL4feXePoavvk6zbrYJYEQzbFYbQ6oqJlgca8GmonybbaU2njHNDD+v1zxILRwetFyQGS3NnqrK5WVlgp+65o0TQ6f/xjs3SyN8jgQdVXVzk3L3bERchZqRBS0hgeDbEGcR2j7FYCkOzZpm1nncg7psNvmEZABAx6QFn7Ua8xEb7bn7w7CKE+Xsq5sxB5uo/e5EOcvymQ9DvtTG0YHUDiTormcvHqFaXwpimMjw3SbiEoB2zKMiTSTMEqP/SwlLgfDifAhfPSR0ebwdRZi/j7YhabKDEILEpLCBNccP3Rh3xtSnvf6K3hisokqIrT+vGZFZvpE350L4VrZ0IcRYP7QgKZSV+y5/AR+l1cmCb5dXGYKBJDLDJZRsToC6u12xdBTnAgFzoq1h6TbCHVJOTk+bFYmN1QlEl0kMAAEY0D4qdhDsXHiYs0QMqUg6SA0XuWT0WWH3cARghxfhx58nS0p/UxlaJB2rDaCiw1EhyOH+yoShKtaev8ZTGYakUJ2GKJ7vm5oiH0PF2huKKn4/bYPV3joqKYywr7SbSynC8jraaYPwwakBFL3dD/Ctg4kCJ4WcAzA06B2jDimG7R8U1LO+ezAEgXSlK0ZLPNOo3gYDX+4Ltp0R3Ho6s0/x7puX1pgLSLnltgxYcXZRofZK6C7Q80kZsO/Pe7L7AP7Xcbx24tGH5D31jaWgaf7fvo37xfCp0u60QG9NBxN2dMtmL6G0z0t+HSeKEL88Qg3KryDPT/C9v9Cj12EUL3wxP8r/QYpnIwCjrXW9wAAAABJRU5ErkJggg==)  
  
Как мы видим, время очень сильно увеличивается, когда N меняется от 50000 до 100000.  
  
  
Теперь протестируем функцию **декодирования**:   
1) Декодирование слова в 5000 букв:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAZCAIAAADBpIt1AAAAAXNSR0IArs4c6QAAAWdJREFUSEvtlCuQgzAQhrc352JQVTfM1ESdqcbVY/AVOHw0Ch1fh8Bj8Dg0pqoGU1VVg79N2hRyBYaBTAdBDAyP3e//97GxbRuWcb6WgSEoVpSuWqyudLmy0SbI56m70z+rMo/FH+ntd5RtyY9R8ZHkepLvuTmdMGH0wnOLoZ81yrh60llx+1DUtrp5+p7XTNvS4HDnvKwJDRIXMi+rgNCDoziwyM+TW0EoHo+bILJnqTrcH2UaIbf84QDeZc/WIhYFcH62ANX51Wwx6y++7krMFD5eUeXOTZNeFS3KJll9v7Tpi+sNAKOM0TRQoCI6lbUyepQ7HR+hOJQkaOQZEjbYK1KTNHrOKaKj9FogYfV7aQZR/F8chVal5wABIJKk6ZPWj4JTikNZqS6chuHztgnOgRL4101NXG2viB2xJ6+XBhZtzE5hkqZMxRwKqW/badIN/WVmxRmBWVHGLX4jZk8JshZo4QX6A476jacBFnVGAAAAAElFTkSuQmCC)

2) Декодирование слова в 10000 букв:  
![](data:image/png;base64,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)

3) Декодирование слова в 20000 букв:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAAWCAIAAAAAfiiBAAAAAXNSR0IArs4c6QAAAadJREFUSEvtVSuQgzAQ3d6ci0FV3TCDwaNxeAy+AoePRlXHn0PgY/C4akxVDaaqqgZ/SUog/D9HZxBd1Tab3Zf33m4Puq7DXuNrr8A4rl2DOzRk9Ql1jZrLIiOn84V/bx3IlDrhLQI0wTVaCECD7fnpsQL/FmzwPVw2opmDLc0EEOQ1wg4dA4os7Z4oaXYYY/NGUg0zOfgr754Qpl+QHhrWec73LAR5+pJ8PMzAeRKSFcgMYhcSL8kBmY4trZInXhmpFoT8ZyWGwdlhYKEio9EQbT0nXZwIPco3sE8JfhVDXA775wiQX6vyES79XRfpgGNaUBHYQnnSyecvnk8by67bF8+bCv5yfwAYLiX+IPUdcJfzSRKdgEtp3OK6dNss2sYFj7DH5Ob4RLQbsctjnotwbRDZZxltU4aUTHCQyMJtfMsGYjvamrAZSIGPe3HWQABzHxt8dSY3pc0nKlG2YyJoubK55/hiYjtCBts8nrItBG3qfE2JNmW5Xz57WGaxpVIOc3Vv5B/if723uL3Mc1t0XFDjA24BWXOndW3J7e59ZF3L5a6Z+wOm/sE2sP8YSAAAAABJRU5ErkJggg==)

4) Закодированное слово в 50000 слов:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD4AAAAVCAIAAACRyMrmAAAAAXNSR0IArs4c6QAAAghJREFUWEftViGsg0AM7X6+OzP11bIEg5pB4/AY/AQOfxqFPj+HmMfgcdOYqRnM1NQM/rd3wOCA5FiWLEtWxXrN9fX1tbfVdruFz7Sfz4RNqD8Y+mpaMG585A6DuhT75NRvTCgy32oc41M8aAImz17b4THriDrLIijKWs9EJ75V5YG0vGIOP8buICoUXWGvxTlxmw49FNy+iGCfXEbBYeAwJJOn6iTloqyZE4SPQDf2LKjyvDKBTURg5dglNKJAfclPZY1D83Z369BTjrAHEmlDw50F9aV4nFEpANauxe7GkcOqvC3NBD7YkXcXRIEdHX3IsZXAbI+wS+G1HQ6CYh1pDTYfU3fzB3C7NsildkDy+7eRLD0DHBi7FYoo/GqLZmsbr6N01bnpMPV4xOgTG4Zg83URBH1+lZqyLpUR531w9X0g0dP1hh31M9HTo3bnUujYRzkMQ1nQdNblYVpphlVoYahcFBKhN9X6bJ6GBhJk1zolosR+PXAJ45Ts5S6jEia2mTnr6RmFPdCE69kM9UjzS1cretBoP6rf+u58rgFYgkRPM9Azc+iQZrQMu0HHNaoWCrZ2aDS8uEXRObOsDCoIRb9sSZI2DfCrXdM8o62XuOMSCKLA6gFfWeVCw9W1aBMaIO5CUn6gp1Elms4180dgSZZ3xS4QzLsgzuX9Qn9HR76sf1lfxMA/HZ8ILoMA6ugAAAAASUVORK5CYII=)  
  
5) Закодированное слово в 100000 слов:  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEkAAAAaCAIAAAB0C+bSAAAAAXNSR0IArs4c6QAAAohJREFUWEftVyGQqzAQ3bv5Lqaq6qYzGNQZNA6PwVfg8NGoavw5RD0Gj6uuOVWDOYU6g/+7mwRCCzPQuZs5Oo0pl2Q3+96+3eRedrsdPOh4fVBcBOuJbZ3JfeZtnXl7meyTfnqUnoD2nO0PJxtcnBWhoyeGq9qE127taFbbji/+NIOjmsQYiyKB6txeH0croVOXEY+yFp48pj7vwrCl1+iVqGw8WWTx0D7OOlJ+GseYvxFscSbdSxbtD5cbgzjyBHIuc7WSy+zcCi9CCBS2tQJ5gcQ4gcbNu/00cKAuy3oOLiIRWUPCcBB96os/1dATV7O27xFsuURcAxUag/jdgfZS9WuEFcB5B/9tC9B8WVan6tKC2LjG1k8TT9SloWUOPnCT4Dsj+tzkGEKJOgHhBgSOtW3kE0XVJrFZ1M6X9MkhAJYncBq2cPpq8OfNcNpFbqbuQQZCNJUiGb8MK0wXR1J/avmQgMaysQRbzzXhkpsqinQaUj//RE69nj0G0xkoLRddLLOyZkfffg8KhKl0wpuCHvq9Axs1DSrIobxQydxaWP9dJ2KZqlr8GNf5TJhX2/A01CrBW1Zvk6dptkj5nQRsneKB3dgfYIMXCNL9C8g4wtNhz6cRRqtdW9EvyhsJDy8uS1t+4Apb+L1n6js1lgv90tk6nwXfjervvufdlzxlhRgZXt+2jLdF2LizW1WFt8Vo76P2HG7VXWEnU1+KfLHj90Q3ngE0zmxemOCriiQn/2492a8LXCWKpXlnIEmA7xU1hQPbsC67gRV156WNYwakbksuP+h5oWIYhGF7mX5zLTnrb+5dpsm/iWEqqie2deXrvj65LoxPTa4rXw+uSf7v+hE1aR7z/wHtB1w7GWaBiQAAAABJRU5ErkJggg==)

Как мы видим, время так же очень сильно растет между 4 и 5 пунктами. Оно и логично – ведь мною была реализована наивная версия этого алгоритма. Так как мы в цикле по длине строки еще и ищем подстроку за квадратичную сложность, то итоговая сложность такой реализации асимптотически похожа на кубическую, то есть на O(N^3).

# Недочёты

Недочетов в программе обнаружено не было, однако стоит упомянуть, что программа работает только при условии корректного ввода, так как была разработана исключительно в учебных целях. Любой неправильный ввод может убить работоспособность моей программы.

# Выводы

Сделав упрощенный курсовой проект по дискретному анализу, я познакомился с таким интересном алгоритмом, как архиватор LZ-77 и научился его программировать. Повторюсь, что была разработана лишь наивная реализация алгоритма. При использовании суффиксного дерева можно было бы добиться квадратичной сложности, однако и запрограммировать это было бы гораздо сложнее.